1. 创建node应用

引入http模块 var http = require("http"); 创建服务器

1. 小知识

Node中，一个文件就是一个模块

Node.js默认文件名为 .js

\_\_filename 表示当前正在执行的脚本的文件名。它将输出文件所在位置的绝对路径，

（如果在模块中，返回的值是模块文件的路径。）

\_\_dirname 表示当前执行脚本所在的目录

1. Exports 和 import

exports 是模块公开的接口，require 用于从外部获取一个模块的接口

Example.js

exports.world = function() {

console.log('Hello World');}

Main.js

Var example = require( ‘./example’ ); // 引入模块

Example.world(); // 调用方法

1. 新建服务器

var http = require("http");

http.createServer (function(request, response) {

response.writeHead(200, {"Content-Type": "text/plain"});

response.write("Hello World");

response.end();

} ).listen(8888);

var http = require("http");

function onRequest (request, response) {

response.writeHead(200, {"Content-Type": "text/plain"});

response.write("Hello World");

response.end();

}

http.createServer(onRequest).listen(8888);

1. 路由

查看 HTTP 请求，提取出请求的 URL 以及 GET/POST 参数

所有数据都会包含在 request 对象，该对象作为 onRequest() 回调函数的第一个参数传递

解析数据用到的模块 ：  url 和 querystring

1. 全局对象

\_\_filename 表示当前正在执行的脚本的文件名。它将输出文件所在位置的绝对路径，

（如果在模块中，返回的值是模块文件的路径。）

\_\_dirname 表示当前执行脚本所在的目录

setTimeout(cb, ms) 指定函数, 指定毫秒数

clearTimeout(t)

setInterval(cb, ms)

Console对象

Console 用于提供控制台标准输出

console.log() 向标准输出流打印字符并以换行符结束

console.info() 返回信息性消息 除谷歌，其他出现蓝色惊叹号

console.error() 输出错误消息。控制台在出现错误时会显示是红色的叉子

console.warn() 输出警告消息。黄色的惊叹号

console.dir() 对一个对象进行检查（inspect），并以易于阅读和打印的格式显示

console.time(label) 输出时间，表示计时开始

console.timeEnd(label) 结束时间，表示计时结束

console.assert( 表达式, 字符串） 判断某个表达式或变量是否为真 只有当第一为false，才会输出第二

process对象

描述进程的状态

Exit 当进程准备退出时触发

BeforeExit 当 node 清空事件循环，并且没有其他安排时触发这个事件

uncaughtException

Signal  当进程接收到信号时就触发

1. 模块
2. url 模块

方法 ：url.parse() url.format() url.resolve()

1. Url.parse ( **urlString [, boolean,boolean ]** )

第一个参数 ：url地址

第二个参数 ：true ： 返回的url对象中，query属性是对象 （默认为false ， 为字符串）

True : ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAQcAAAAaCAIAAAA19g4BAAAAA3NCSVQICAjb4U/gAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAEQ0lEQVR4nO2bPWjjSBiG3z22m2JJIKt0EW4PhNlG2wRDVKS7pLGLgcWkSRu2sFrjdlQsad2IJaBi1CTXpVDApFITjCDFFme0nUXgwhXTbyH5T3GyViLHPvI9VTx/fr9h3m9+TN4ppUAQxBR/rFoAQawd5AqCyEOuIIg85AqCyEOuIIg85AqCyEOuIIg85AqCyPMGXREKh/EgWbWMEklkl7GuXF5IScDLmLFiOpOAM0eEL/7WZ/D2XBH1+p8GnqWtWkeJaDsbBVqHfuGlplleGTNWTKdmeYNP/V704q8tTmmuCH3GHMYcJqJRSogEc5iIgMz34wwdCidrPJ050hF4kCASzGGjPJE25nIIAFnVpFciu2x5GaVIUKuOa2Mnt2zH4pkvRDZyKBy2F3f2nHFcT4scCcvtrukkBJJn40zrTJUz5nAZSf5wW36g8wm0rerCbcvkfSmjhD473RyougYksvv1fMMd1BsaoAABANAsT/0pxW3a+FT/otQ2ACASrCsHxw0NMOtKDSU/q7AP7qCltKGUEUzDtL+4uK010vaGffUDqDdeIdUXCmq1cembBwfQZ4oiMRKPJOCVe70JAKbdUjVfoG6bsyM8IhIwbGXYiAS/m2pt2Apgl/FVS3kAIsGDJN1MQr8Sf1bKABAKZw+z2/IcnWtJKa4Ie/fut3oavNb46/D87ycbxxedmB1NStoxMJ656ngetxvZitlu1K5FCNsEMJS9zaY96as1jlVjYaFJwCv/HA6OF1l7hYLCauPSLM/LFRnNw26F3WRKrloL+W2OyMdp74+s9VGvZp4Je/du00j/Nu399oyX5up8GqOpdxm/e+0Tbzl7xQzbO1X8fLxa1/Us6S6OuauLIDEtLbyOa/XFV0sezfLU1iSxFeA3QWG1cc1jyldDybvy2/FrbLAzTNzyXKLv8WflGeXIWZxS7hVmbeO8N8w+JMFpZ6qufze6S5wd9QFAq22efy36oLHdqP37PRzK3mZzdutf3r2iUFBYt7hCf3RjSZk5zfd/plVDyUueuplJC6/Hk1MqQ8kdxvwlvk6Vs1eY9ZOew1j6QXfd8VODUas66T5+4O67/csKx8CzvBOfMWfcu33Vsk0ksls5+g8AOjcA0N5X9lSSMHd1fhaftMpNqE9RMChNW6+4Lo7Oxse59tXU+Obu4WlWlSoEHhU5KQc67GbUJRLssgN0AGV/lPzs6ALoY+BZ2vSkHejtF16Wk7s+th4U3p5f4MDdNef1KId3S/ivo0T6vVrpF+KhFLc1u4TzZSicveKPs8sJCiXGtX5Egt81n30lSAJeuamOfDshfQVZ6k2j5HtFEvDKzQUAdDEo6SA7GRPA1kyifRam3SqWCJYRFMqPa10IfbYXAwA+uIs9bMxHszxlzRm+F7dP6stNIsvYKwji/83b+22bIH4HuYIg8pArCCIPuYIg8pArCCIPuYIg8vwCFmiXId2Md/EAAAAASUVORK5CYII=)

False : ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAMMAAAAaCAIAAACFLH8aAAAAA3NCSVQICAjb4U/gAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAD30lEQVRoge2aPWjjSBiG3z2um2KJ4VbuItweCLONrgmCuEh3TmMVgsW4SRu2sFrjdlQsadWIw+Bi1NjXpZDBpFITjCDFNcbbWQQuXDH9FvqxnfWvPEmOMA8p7NHMfO98fufTSOQD5xwSydH88tYCJO8E6SSJGKSTJGKQTpKIQTpJIgbpJIkYpJMkYngHToqZS4jL4rfW8TrEgWUFx69VfNLegZOU05O3llCU0KfhgUOUWr9fU46OLD5p25wU+oQ4hDiERpmFI0ocQiMAiAOLOCTbHyF10s7LTk9msIIYESUOIU6SuKSzxeYAkF5ajIqZm/fcm5PTZ9k9RLwg/Wmflb88RK6H+JS6LEZIHXI+6547uc7tQbNAK7LTRhowK51nOW9JJglxLBYx69nAdUk7hl83XQh9clOa8oYCxMz9Ojjxpg1TAThAAQBKrc9/Z/Qh6XyjfuG8nK3NZdMrUwH0BudzZvUq5KM3bXNlzlgEXdPtLx4eDDPpr9mjf4CGWXhVaqleh1pYvED9XLPXS4xopgdxYFWe1CZ0u80Nn6Jh66t9NwQFNJtrNiJqPS711mwOkNvZqM37ACJqBXFStEK/MvuDcw1ASJ1zfJ4uF7Ofk3Ykm5wUjp+8b40ksGL+eTn4e8sk4Xg27M5Ia9HSmQG56mq+hrKZZr9sGnc0hK0DmLNxqbn0CyjmFTcPWYNS6/eLixenP6Lktvts6noyVmteuhVyn04+au/eNmuCbqZzkdnxk1p9zBb15DW15LNuX3RW/LcmaceysSatUD6t4vvmy6qqppt+f/QzlQaxXlPCu5nROMg5B7JDPITpT2rGepa2x5xZLvt2VbwGF2HhsJdi0zlJN04G43n6JQ5ulvfa5DE7G/VaEwBQjNLg66EPFGXT+PevcM7GpeZqeS90TlrhIPEQrX8NoZ8dqhIWB5TJ96R9zqyjlvwzK0kI7/LFbmXOLIcQv4iQjTVJb1yPHUKSL6rn5Ud9zag6SaGuexfe5LZiYdqv9a99Qpx8dGfUtnXEzK20/gOA7j0AdC64rS2FOFOt3uy6Lb4gHSheUV5c/7DVy++enVE2RD+7vEnbk4jAxqCLdqBL7rMh6S21C3D7E7N6rSEwwbRfU5aTUFc71T1Uxg+DIere2c6tsYYP+/1/Usz8sXHEoXg9c0YfDFvAM+12XkY8Xk2/CCJqPTZ3vj5InlSKvWXYfU6KA6tyPwQAF1NBd/fFnAB+W9noYnkJ8XhF/UcS+uR8BgD46E2vdq4+HM86142CSdqzJkkkO3gH77gl/wukkyRikE6SiEE6SSIG6SSJGKSTJGKQTpKI4QeB7meWjwFpIgAAAABJRU5ErkJggg==)

第三个参数 ：true ： 可以识别没有协议的urlString的host 和 hostname

1. url.format( urlObj ) 将传入的url对象编程一个url字符串并返回

url.format({

protocol:"http:",

host:"182.163.0:60",

port:"60"

});

结果 ： 'http://182.163.0:60'

1. url.resolve（from, to） 对传入的两个参数用"/"符号进行拼接

url.resolve("http://whitemu.com", "gulu");

返回值 ： 'http://whitemu.com/gulu'

1. util 模块

util.inspect（obj, [ showHidden ], [ depth ], [ colors ]）

将任意 对象转换为字符串 的方法， 它至少接受一个参数 object，即要转换的对象

showHidden : true 输出更多隐藏信息

Depth : 最大地柜层数

Color ： true 在终端展示效果更漂亮

util.isArray(object) 判断obj是否为数组

util.isRegExp(object) 判断obj是否为正则表达式

util.isDate(object) 判断obj是否为日期

util.isError(object) 判断obj是否为错误对象

1. 文件模块 fs

// 异步读取

fs.readFile('input.txt', function (err, data) {

if (err) { return console.error(err); }

console.log("异步读取: " + data.toString());

});

// 同步读取

var data = fs.readFileSync('input.txt');

console.log("同步读取: " + data.toString());

获取文件信息 (通过异步模式获取文件信息的语法格式)

fs.stat(path, callback) **path** - 文件路径

**callback** - 回调函数，带有两个参数如：(err, stats),  返回的**stats** 是 fs.Stats 对象

fs.stat('/Users/ode/fs.js', function (err, stats) {

console.log( stats.isFile() );         //true

})

关闭文件

fs.close(fd, callback) fd - 通过 fs.open() 方法返回的文件描述符

Callback : 没有参数

删除文件

fs.unlink(path, callback) Callback : 没有参数

创建目录

fs.mkdir(文件路径 [，目录权限], callback)

删除目录

fs.rmdir(文件路径 , callback) Callback : 没有参数

1. 获取文件信息get 和 post 请求

Get 请求 ： 参数 req.query 中

Post 请求 ： 参数 req.body 中

Get 请求解析

var http = require('http'); // 引入http模块

var url = require('url'); // 引入url模块

http.createServer(function(req, res){

res.writeHead(200, {'Content-Type': 'text/plain'});

// 解析 url 参数

var params = url.parse(req.url, true).query;

res.write("网站名：" + params.name);

res.write("网站 URL：" + params.url);

res.end(); }).listen(3000);

获取post请求内容

var http = require('http');

var querystring = require('querystring'); //

http.createServer( function ( req, res ) {

Var post = ‘’； // 定义post变量，暂存请求体信息

// 通过req的data时间监听函数， 每当接收到请求体的数据，就累加到post变量中

req.on(‘data’, function( chunk ) {

Post += chunk;

});

// 在end事件触发后， 通过querystring.parse将post解析为真正的post格式请求，然后返回给客户端

req.on(‘end, function( chunk ) {

Post += querystring.parse( post );

Res.end( util.inspect（post） );

});

} ).listen( 3000 );

九、express 模块

1. 简单实例

var express = require('express');

var app = express();

app.get('/', function (req, res) {

res.send('Hello World');

})

var server = app.listen(8081, function () {

var host = server.address().address

var port = server.address().port

console.log("应用实例，访问地址为 [http:// %s :](http://%s:) %s", host, port)

})

1. Express 使用回调函数的参数： request 和 response 对象来处理请求和响应的数据

request对象 表示http请求， 包含请求查询字符串、参数、内容、http头部等

常见属性 ：

|  |  |
| --- | --- |
| req.body | 获得请求主体 |
| Req.cookies | 获取cookies |
| Req.fresh/ req.state | 判断请求是否还新鲜 |
| Req.hostname | 获取主机名 |
| Req.ip | 获取IP |
| Req.originalUrl | 获取原始请求url |
| Req.path | 获取请求路径 |
| Req.protocol | 获取协议类型 |
| Req.query | 获取url的查询字符串 |
| Req.route | 获取当前匹配的路由 |
| Req.subdomains | 获取子域名 |
| Req.accepts | 检查可接受的请求的文档类型 |
| Req.get | 获取指定http请求头 |
| Req.is | 判断请求头Content-Type的MIME类型 |

Response对象 http响应

常见属性 ：

|  |  |
| --- | --- |
| Res.append（） | 追加指定http头 |
| Res.set（） | 在res.append后重置之前设置的头 |
| res.cookie(name，value) | 设置cookie |
| res.clearCookie() | 清除cookies |
| Res.download() | 传送指定文件 |
| Res.get() | 返回指定的HTTP头 |
| Res.json() | 传送json响应 |
| Res.jsonp() | 传送jsonp响应 |
| Res.location() | 只设置响应的location http头， 不设置状态码或close response |
| Res.redirect() |  |
| Res.send() | 传送响应 |
| Res.sendFile(‘path’) | 传送指定路径的文件 |
| res.set() | 设置HTTP头，传入object可以一次设置多个头 |
| res.status() | 设置HTTP状态码 |
| res.type() | 设置Content-Type的MIME类型 |

1. 案例

Var express = require(‘express’);

Var app = express();

// 设置路由

// get请求 主页

App.get(‘/’, function( req, res ){

console.log("主页 GET 请求"); res.send('Hello GET'); });

// post请求 主页

app.post('/', function (req, res) {

console.log("主页 POST 请求"); res.send('Hello POST'); })

// /del\_user 页面响应

app.get('/del\_user', function (req, res) {

console.log("/del\_user 响应 DELETE 请求"); res.send('删除页面'); })

// 对页面 abcd, abxcd, ab123cd, 等响应 GET 请求

app.get('/ab\*cd', function(req, res) {

console.log("/ab\*cd GET 请求"); res.send('正则匹配'); })

// 设置端口

App.listen( 3000);

1. 静态文件

Express 提供了内置的中间件 express.static 来设置静态文件如：图片， css, js等

使用 express.static 中间件来设置静态文件路径

例如，如果将图片，css, js文件放在 public 目录下，可以这么写：

App.use( express.static( ‘public’) );

静态资源放置 /public/image/logo.png

静态资源获取 /image/logo.png

1. 提交数据 和 获取数据

Index.html

<html>

<body>

<form action="http://127.0.0.1:8081/process\_get" method="GET">

Name : <input type="text" name="name"> <br>

Pass : <input type="text" name="pass">

<input type="submit" value="提交">

</form>

</body>

</html>

Server.js

var express = require('express');

var app = express();

var bodyParser = require('body-parser'); post请求使用

// 创建 application/x-www-form-urlencoded 编码解析

var urlencodedParser = bodyParser.urlencoded({ extended: false })

app.use(express.static('public'));

app.get('/index.htm', function (req, res) {

res.sendFile( \_\_dirname + "/" + "index.htm" ); })

app.get('/process\_get', function (req, res) { // 输出 JSON 格式

var response = { "name": req.query.name, // req.body.name post请求

"pass": req.query.pass }; // req.body.pass

res.end(JSON.stringify(response));

})

app.listen(3000);

1. 文件上传

使用 POST 方法，表单 enctype 属性设置为 multipart/form-data

Server.js

var fs = require("fs");

var multer = require('multer'); // 上传包

app.use(multer( { dest: '/tmp/'} ).array('image'));

App.post(‘/file\_upload’, function(req, res){

Var fileInfo = req.files[0] ;

Fs.readFile( fileInfo.path, function( err, data){

If ( err ){ console.log( err );}

Else {

Response = {

Message: ‘upload success’,

Filename: fileInfo.originalname

};

}

Res.end( JSON.stringify( response ));

});

});

App,listen( 3000 );

1. cookie管理

Express\_cookie.js

var cookieParser = require('cookie-parser');

app.use(cookieParser());

app.get('/', function(req, res) {

console.log("Cookies: ", req.cookies)

});

1. MySQL数据库

Sql.js

Var mysql = require(‘mysql’);

Var connection = mysql.createConnection( {

Host: ‘localhost’,

User: ‘root’,

Password: ‘123456’,

Database: ‘test’

} );

connection .connect();

connection.query(‘select \* from user’, function(err, result){

If (err ) {return; }

Console.log(‘result :’, result);

});